**Класс android graphics Path**

[Методы](http://developer.alexanderklimov.ru/android/catshop/android.graphics.path.php#methods)  
[DashPathEffect](http://developer.alexanderklimov.ru/android/catshop/android.graphics.path.php#dashpatheffect)  
[CornerPathEffect](http://developer.alexanderklimov.ru/android/catshop/android.graphics.path.php#cornerpatheffect)  
[PathDashPathEffect](http://developer.alexanderklimov.ru/android/catshop/android.graphics.path.php#pathdashpatheffect)  
[DiscretePathEffect](http://developer.alexanderklimov.ru/android/catshop/android.graphics.path.php#discretepatheffect)  
[SumPathEffect](http://developer.alexanderklimov.ru/android/catshop/android.graphics.path.php#sumpatheffect)  
[ComposePathEffect](http://developer.alexanderklimov.ru/android/catshop/android.graphics.path.php#composepatheffect)

Класс **Path** (контур) позволяет создавать прямые, кривые, узоры и прочие линии. Готовый путь затем можно вывести на экран при помощи метода **canvas.drawPath(path, paint)**.

Рассмотрим базовый пример с применением некоторых методов класса.

Создадим новый класс, наследующий от View:

package ru.alexanderklimov.path;

import android.content.Context;

import android.graphics.Canvas;

import android.graphics.Color;

import android.graphics.Paint;

import android.graphics.Path;

import android.util.AttributeSet;

import android.view.View;

public class PathView extends View {

private Paint mPaint;

private Path mPath;

public PathView(Context context) {

super(context);

// TODO Auto-generated constructor stub

init();

}

public PathView(Context context, AttributeSet attrs) {

super(context, attrs);

init();

}

public PathView(Context context, AttributeSet attrs, int defStyle) {

super(context, attrs, defStyle);

init();

}

private void init() {

mPaint = new Paint();

mPaint.setStyle(Paint.Style.STROKE);

mPath = new Path();

}

@Override

protected void onDraw(Canvas canvas) {

// TODO Auto-generated method stub

super.onDraw(canvas);

mPaint.setAntiAlias(true);

mPaint.setColor(Color.RED);

mPaint.setStrokeWidth(3);

mPath.moveTo(50, 50);

mPath.cubicTo(300, 50, 100, 400, 400, 400);

canvas.drawPath(mPath, mPaint);

mPath.reset();

mPaint.setColor(Color.GREEN);

mPaint.setStrokeWidth(1);

mPath.moveTo(50, 50);

mPath.lineTo(300, 50);

mPath.lineTo(100, 400);

mPath.lineTo(400, 400);

canvas.drawPath(mPath, mPaint);

}

}

Подключим его к главной активности, чтобы вывести на экран:

package ru.alexanderklimov.path;

import android.app.Activity;

import android.os.Bundle;

public class MainActivity extends Activity {

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(new PathView(this));

}

}
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**Методы**

Метод **reset()** очищает объект **Path**.

Метод **moveTo()** ставит кисть в указанную точку, с которой пойдёт новая линия.

Метод **lineTo()** рисует линию от текущей точки до указанной, следующее рисование пойдёт уже от указанной точки.

Метод **close()** закрывает контур.

Методы **addRect()**, **addCircle()** добавляю к контуру прямоугольник и окружность. В методах используется параметр, отвечающий за направление. Есть два варианта: **Path.Direction.CW** (по часовой) и **Path.Direction.CCW** (против часовой).

Метод **cubicTo()** рисует кубическую кривую Безье. По аналогии можете изучить другие методы.

Методы **moveTo()**, **lineTo()**, **quadTo()**, **cubicTo()** имеют методы-двойники, начинающиеся с буквы **r** (relative): **rMoveTo()**, **rLineTo()**, **rQuadTo()**, **rCubicTo()**. Данные методы используют не абсолютные, а относительные координаты.

Спроектируем лестницу при помощи метода **lineTo()**.

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

mPaint.setAntiAlias(true);

mPaint.setColor(Color.RED);

mPaint.setStrokeWidth(3);

mPath.moveTo(50, 50);

mPath.lineTo(150, 50);

mPath.lineTo(150, 100);

mPath.lineTo(250, 100);

mPath.lineTo(250, 150);

mPath.lineTo(350, 150);

mPath.lineTo(350, 200);

mPath.lineTo(450, 200);

canvas.drawPath(mPath, mPaint);

}

![lineTo()](data:image/png;base64,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)

Проверяем, удобно ли спускаться. Теория - это одно, а практика - это совсем другое.

**Эффекты**

Контурные эффекты используются для управления отрисовкой контура. Они чрезвычайно полезны для рисования контурных графических примитивов, но могут быть применены к любому объекту **Paint**, чтобы повлиять на способ отрисовки их очертаний.

Используя этот вид эффектов, вы можете менять внешний вид углов фигур и их очертание.

* **CornerPathEffect**. Позволяет сглаживать острые углы в форме графического примитива, заменяя их на закругленные.
* **DashPathEffect**. Вместо рисования сплошного контура можете использовать DashPathEffect для создания очертания, состоящего из ломаных линий (тире/точек). Есть возможность указать любой шаблон повторения сплошных/пустых отрезков.
* **DiscretePathEffect**. Делает то же самое, что и DashPathEffect, но добавляет элемент случайности. Указываются длина каждого отрезка и степень отклонения от оригинального контура.
* **PathDashPathEffect**. Позволяет определить новую фигуру (контур), чтобы использовать ее в виде отпечатка оригинального контура.
* **SumPathEffect**. Добавляет последовательность из двух эффектов, каждый из которых применяется к оригинальному контуру, после чего результаты смешиваются;
* **ComposePathEffect**. Использует первый эффект, затем к полученному результату добавляет второй.

Контурные эффекты, влияющие на форму объекта, который должен быть нарисован, изменяют и область, занимаемую им. Благодаря этому любые эффекты для закрашивания, применяемые к данной фигуре, отрисовываются в новых границах.

Контурные эффекты применяются к объекту **Paint** с помощью метода **setPathEffect()**

**DashPathEffect**

Сплошную линию можно сделать пунктирной с помощью класса **DashPathEffect**. Перепишем немного код.

package ru.alexanderklimov.path;

import android.content.Context;

import android.graphics.Canvas;

import android.graphics.Color;

import android.graphics.DashPathEffect;

import android.graphics.Paint;

import android.graphics.Path;

import android.util.AttributeSet;

import android.view.View;

public class PathView extends View {

private Paint mPaint;

private Path mPath;

private DashPathEffect mDashPathEffect;

public PathView(Context context) {

super(context);

init();

}

public PathView(Context context, AttributeSet attrs) {

super(context, attrs);

init();

}

public PathView(Context context, AttributeSet attrs, int defStyle) {

super(context, attrs, defStyle);

init();

}

private void init() {

mPaint = new Paint();

mPaint.setStyle(Paint.Style.STROKE);

mPaint.setAntiAlias(true);

mPaint.setColor(Color.RED);

mPaint.setStrokeWidth(3);

float[] intervals = new float[] { 60.0f, 10.0f };

float phase = 0;

mPath = new Path();

mDashPathEffect = new DashPathEffect(intervals, phase);

mPaint.setPathEffect(mDashPathEffect);

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

mPath.moveTo(50, 50);

mPath.lineTo(150, 50);

mPath.lineTo(150, 100);

mPath.lineTo(250, 100);

mPath.lineTo(250, 150);

mPath.lineTo(350, 150);

mPath.lineTo(350, 200);

mPath.lineTo(450, 200);

canvas.drawPath(mPath, mPaint);

}

}

Результат.
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Вам нужно указать длину отрезка для пунктира и длину отрезка для разрыва между двумя отрезками пунктира. Эта комбинация будет циклично использована для прорисовки всей линии. Пунктирная линия может быть сложной. Задайте массив для переменной **intervals**, чтобы увидеть разницу.

float[] intervals = new float[] { 60.0f, 10.0f, 5.0f, 10.5f };
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**CornerPathEffect**

С помощью **CornerPathEffect** можно закруглить углы у прямых линий, чтобы ступеньки стали скользкими. Но проходимость коробки увеличится.

private void init() {

...

float radius = 15.0f;

mCornerPathEffect = new CornerPathEffect(radius);

mPaint.setPathEffect(mCornerPathEffect);

}
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**PathDashPathEffect**

**PathDashPathEffect** позволяет определить новую фигуру, чтобы использовать её в виде отпечатка оригинального контура.

private void init() {

...

Path pathShape = new Path();

pathShape.addCircle(10, 10, 5, Direction.CCW);

float advance = 15.0f;

float phase = 10.0f;

PathDashPathEffect.Style style = PathDashPathEffect.Style.ROTATE;

mPathDashPathEffect = new PathDashPathEffect(

pathShape, advance, phase, style);

mPaint.setPathEffect(mPathDashPathEffect);

}

![PathDashPathEffect](data:image/png;base64,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)

**Бегущие муравьи**

Вы все встречали эффект "бегущие муравьи" в графических редакторах. Применим его к объекту класса **PathDashPathEffect**, увеличивая смещение.

package ru.alexanderklimov.path;

import android.content.Context;

import android.graphics.Canvas;

import android.graphics.Color;

import android.graphics.Paint;

import android.graphics.Path;

import android.graphics.Path.Direction;

import android.graphics.PathDashPathEffect;

import android.util.AttributeSet;

import android.view.View;

public class PathView extends View {

private Paint mPaint;

private Path mPath;

private Path mShapePath;

private float mPhase;

private float mAdvance;

private PathDashPathEffect pathDashPathEffect;

private PathDashPathEffect.Style mStyle;

public PathView(Context context) {

super(context);

init();

}

public PathView(Context context, AttributeSet attrs) {

super(context, attrs);

init();

}

public PathView(Context context, AttributeSet attrs, int defStyle) {

super(context, attrs, defStyle);

init();

}

private void init() {

mPaint = new Paint();

mPaint.setStyle(Paint.Style.STROKE);

mPaint.setAntiAlias(true);

mPaint.setColor(Color.RED);

mPaint.setStrokeWidth(12);

mPath = new Path();

mShapePath = new Path();

mShapePath.addCircle(8, 8, 8, Direction.CCW);

mPhase = 0;

mAdvance = 30.0f;

mStyle = PathDashPathEffect.Style.ROTATE;

pathDashPathEffect = new PathDashPathEffect(

mShapePath, mAdvance, mPhase, mStyle);

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

mPath.reset();

mPath.moveTo(50, 50);

mPath.lineTo(50, getHeight() - 50);

mPath.lineTo(getWidth() - 50, getHeight() - 50);

mPath.lineTo(getWidth() - 50, 50);

mPath.close();

mPhase++;

pathDashPathEffect = new PathDashPathEffect(

mShapePath, mAdvance, mPhase, mStyle);

mPaint.setPathEffect(pathDashPathEffect);

canvas.drawPath(mPath, mPaint);

invalidate();

}

}

На странице [Effect of advance, phase, style in PathDashPathEffect](http://android-coding.blogspot.ru/2014/05/effect-of-advance-phase-style-in.html) автор примера поиграл с параметрами.

**DiscretePathEffect**

**DiscretePathEffect** позволяет "сломать" прямую линию, чтобы получить ломаную с элементом случайности. Полученная ломанная линия будет состоять из отдельных отрезков. Мы можем воздействовать на длину и степень излома.

Показать код (ткните лапой)
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**SumPathEffect**

**SumPathEffect** добавляет последовательность из двух эффектов, каждый из которых применяется к оригинальному контуру, после чего результаты смешиваются. По сути, два эффекта накладываются друг на друга.

Суммируем эффекты **CornerPathEffect** и **DashPathEffect**. Для наглядности я чуть изменил параметры у эффектов, чтобы было виден результат наложения двух эффектов на лестницу - вы должны увидеть две линии - прерывистую и скруглённую.

Показать код (щелкните мышкой)
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**ComposePathEffect**

**ComposePathEffect** использует первый эффект, затем к полученному результату добавляет второй. Таким образом, мы можем сделать нашу лестницу скруглённой, а затем прерывистой. Порядок эффектов имеет значение, хотя в нашем примере это не принципиально.

Заменим класс **SumPathEffect** на **ComposePathEffect** из предыдущего примера и посмотрим на результат.

mComposePathEffect = new ComposePathEffect(mDashPathEffect, mCornerPathEffect);

mPaint.setPathEffect(mComposePathEffect);

![ComposePathEffect](data:image/png;base64,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)

**Пример**

В документации есть отдельный пример на эту тему. При запуске примера мы увидим шесть вариантов эффектов, причём четыре из них будут анимированными! Поэтому желательно запустить проект и взглянуть на пример в действии, так как картинка не передаст прелесть эффектов.

package ru.alexanderklimov.patheffect;

import android.os.Bundle;

import android.app.Activity;

import android.content.Context;

import android.graphics.Canvas;

import android.graphics.Color;

import android.graphics.ComposePathEffect;

import android.graphics.CornerPathEffect;

import android.graphics.DashPathEffect;

import android.graphics.PathDashPathEffect;

import android.graphics.Paint;

import android.graphics.Path;

import android.graphics.PathEffect;

import android.graphics.RectF;

import android.view.KeyEvent;

import android.view.View;

public class MainActivity extends Activity {

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

// setContentView(R.layout.activity\_main);

setContentView(new EffectView(this));

}

private static class EffectView extends View {

private Paint mPaint;

private Path mPath;

private PathEffect[] mEffects;

private int[] mColors;

private float mPhase;

private static void makeEffects(PathEffect[] e, float phase) {

e[0] = null; // без эффектов. просто ломаная линия

e[1] = new CornerPathEffect(10); // сглаживание острых углов у ломаной

// анимированные эффекты

e[2] = new DashPathEffect(new float[] {10, 5, 5, 5}, phase);

e[3] = new PathDashPathEffect(makePathDash(), 12, phase,

PathDashPathEffect.Style.ROTATE);

e[4] = new ComposePathEffect(e[2], e[1]);

e[5] = new ComposePathEffect(e[3], e[1]);

}

public EffectView(Context context) {

super(context);

setFocusable(true);

setFocusableInTouchMode(true);

mPaint = new Paint(Paint.ANTI\_ALIAS\_FLAG);

mPaint.setStyle(Paint.Style.STROKE);

mPaint.setStrokeWidth(6);

mPath = makeFollowPath();

mEffects = new PathEffect[6];

mColors = new int[] { Color.BLACK, Color.RED, Color.BLUE,

Color.GREEN, Color.MAGENTA, Color.BLACK

};

}

@Override protected void onDraw(Canvas canvas) {

canvas.drawColor(Color.WHITE);

RectF bounds = new RectF();

mPath.computeBounds(bounds, false);

canvas.translate(10 - bounds.left, 10 - bounds.top);

makeEffects(mEffects, mPhase);

mPhase += 1;

invalidate();

for (int i = 0; i < mEffects.length; i++) {

mPaint.setPathEffect(mEffects[i]);

mPaint.setColor(mColors[i]);

canvas.drawPath(mPath, mPaint);

canvas.translate(0, 28);

}

}

@Override public boolean onKeyDown(int keyCode, KeyEvent event) {

switch (keyCode) {

case KeyEvent.KEYCODE\_DPAD\_CENTER:

mPath = makeFollowPath();

return true;

}

return super.onKeyDown(keyCode, event);

}

private static Path makeFollowPath() {

Path p = new Path();

for (int i = 1; i <= 15; i++) {

p.lineTo(i\*20, (float)Math.random() \* 35);

}

return p;

}

private static Path makePathDash() {

Path p = new Path();

p.moveTo(4, 0);

p.lineTo(0, -4);

p.lineTo(8, -4);

p.lineTo(12, 0);

p.lineTo(8, 4);

p.lineTo(0, 4);

return p;

}

}

}
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**Примеры с контурами**

Продолжим опыты с контурами. Подготовим новый класс **Shape**, который будет отвечать за фигуры.

package ru.alexanderklimov.path;

import android.graphics.Color;

import android.graphics.Paint;

import android.graphics.Path;

public class Shape {

private Paint mPaint;

private Path mPath;

public Shape() {

mPaint = new Paint();

mPaint.setColor(Color.BLUE);

mPaint.setStrokeWidth(3);

mPaint.setStyle(Paint.Style.STROKE);

mPath = new Path();

}

public void setCircle(float x, float y, float radius, Path.Direction dir) {

mPath.reset();

mPath.addCircle(x, y, radius, dir);

}

public Path getPath() {

return mPath;

}

public Paint getPaint() {

return mPaint;

}

}

В класс **PathView** внесём изменения.

package ru.alexanderklimov.path;

import android.content.Context;

import android.graphics.Canvas;

import android.graphics.Path.Direction;

import android.util.AttributeSet;

import android.view.View;

public class PathView extends View {

private Shape mShape;

private float mRatioRadius;

public PathView(Context context) {

super(context);

init();

}

public PathView(Context context, AttributeSet attrs) {

super(context, attrs);

init();

}

public PathView(Context context, AttributeSet attrs, int defStyle) {

super(context, attrs, defStyle);

init();

}

private void init() {

mShape = new Shape();

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

int width = getWidth();

int height = getHeight();

if ((width == 0) || (height == 0)) {

return;

}

float x = (float) width / 2.0f;

float y = (float) height / 2.0f;

float radius;

if (width > height) {

radius = height \* mRatioRadius;

} else {

radius = width \* mRatioRadius;

}

mShape.setCircle(x, y, radius, Direction.CCW);

canvas.drawPath(mShape.getPath(), mShape.getPaint());

}

public void setShapeRadiusRatio(float ratio) {

mRatioRadius = ratio;

}

}

Добавим в разметку компонент **SeekBar**, чтобы динамически менять размер контура.

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:id="@+id/LinearLayout1"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

tools:context="${relativePackage}.${activityClass}" >

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="radius(%)" />

<SeekBar

android:id="@+id/seekBar"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="100"

android:progress="50" />

<ru.alexanderklimov.path.PathView

android:id="@+id/pathView"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:layout\_marginTop="164dp" />

</LinearLayout>

Код активности.

package ru.alexanderklimov.path;

import android.app.Activity;

import android.os.Bundle;

import android.widget.SeekBar;

import android.widget.SeekBar.OnSeekBarChangeListener;

public class MainActivity extends Activity {

private SeekBar mSeekBar;

private PathView mPathView;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

mSeekBar = (SeekBar) findViewById(R.id.seekBar);

mPathView = (PathView) findViewById(R.id.pathView);

float defaultRatio = (float) (mSeekBar.getProgress())

/ (float) (mSeekBar.getMax());

mPathView.setShapeRadiusRatio(defaultRatio);

mSeekBar.setOnSeekBarChangeListener(onSeekBarChangeListener);

};

OnSeekBarChangeListener onSeekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

float defaultRatio = (float) (mSeekBar.getProgress())

/ (float) (mSeekBar.getMax());

mPathView.setShapeRadiusRatio(defaultRatio);

mPathView.invalidate();

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

}

};

}

Запустив проект, вы можете с помощью ползунка менять размеры контура, который в данной реализации является окружностью.

![Path](data:image/png;base64,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)

Усложним пример. Будем использовать не только окружность, но и другие фигуры. Добавим в класс **Shape** метод **setPolygon()**:

public void setPolygon(float x, float y, float radius, int numOfPt) {

double section = 2.0 \* Math.PI / numOfPt;

mPath.reset();

mPath.moveTo((float) (x + radius \* Math.cos(0)), (float) (y + radius

\* Math.sin(0)));

for (int i = 1; i < numOfPt; i++) {

mPath.lineTo((float) (x + radius \* Math.cos(section \* i)),

(float) (y + radius \* Math.sin(section \* i)));

}

mPath.close();

}

Класс **PathView** потребует небольшой переделки.

package ru.alexanderklimov.path;

import android.content.Context;

import android.graphics.Canvas;

import android.util.AttributeSet;

import android.view.View;

public class PathView extends View {

private Shape mShape;

private float mRatioRadius;

private int mNumberOfPoint = 3; // default

public PathView(Context context) {

super(context);

init();

}

public PathView(Context context, AttributeSet attrs) {

super(context, attrs);

init();

}

public PathView(Context context, AttributeSet attrs, int defStyle) {

super(context, attrs, defStyle);

init();

}

private void init() {

mShape = new Shape();

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

int width = getWidth();

int height = getHeight();

if ((width == 0) || (height == 0)) {

return;

}

float x = (float) width / 2.0f;

float y = (float) height / 2.0f;

float radius;

if (width > height) {

radius = height \* mRatioRadius;

} else {

radius = width \* mRatioRadius;

}

mShape.setPolygon(x, y, radius, mNumberOfPoint);

canvas.drawPath(mShape.getPath(), mShape.getPaint());

}

public void setShapeRadiusRatio(float ratio) {

mRatioRadius = ratio;

}

public void setNumberOfPoint(int pt) {

mNumberOfPoint = pt;

}

}

В разметке до компонента PathView добавьте пару новых компонентов.

<TextView

android:id="@+id/textViewPoint"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Number of point in polygon: 3" />

<SeekBar

android:id="@+id/seekBarPoint"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="10"

android:progress="0" />

Код для активности.

package ru.alexanderklimov.path;

import android.app.Activity;

import android.os.Bundle;

import android.widget.SeekBar;

import android.widget.SeekBar.OnSeekBarChangeListener;

import android.widget.TextView;

public class MainActivity extends Activity {

private SeekBar mSeekBar;

private PathView mPathView;

private SeekBar mPointSeekBar;

private TextView mPointTextView;

final static int MIN\_PT = 3;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

mSeekBar = (SeekBar) findViewById(R.id.seekBar);

mPathView = (PathView) findViewById(R.id.pathView);

float defaultRatio = (float) (mSeekBar.getProgress())

/ (float) (mSeekBar.getMax());

mPathView.setShapeRadiusRatio(defaultRatio);

mSeekBar.setOnSeekBarChangeListener(onSeekBarChangeListener);

mPointTextView = (TextView)findViewById(R.id.textViewPoint);

mPointSeekBar = (SeekBar)findViewById(R.id.seekBarPoint);

mPointSeekBar.setOnSeekBarChangeListener(onPointSeekBarChangeListener);

}

OnSeekBarChangeListener onSeekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

float defaultRatio = (float) (mSeekBar.getProgress())

/ (float) (mSeekBar.getMax());

mPathView.setShapeRadiusRatio(defaultRatio);

mPathView.invalidate();

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

}

};

OnSeekBarChangeListener onPointSeekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

// TODO Auto-generated method stub

int pt = progress + MIN\_PT;

mPointTextView.setText("Number of point in polygon: " + String.valueOf(pt));

mPathView.setNumberOfPoint(pt);

mPathView.invalidate();

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

};

}

Теперь мы можем создавать более сложные фигуры - многоугольники, начиная с треугольника, затем четырёхугольник, пятиугольники и так далее.
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Следующий этап - создание звёзд, пятиконечной, шестиконечной и т.д.

Опять добавим код в класс **Shape**.

package ru.alexanderklimov.path;

import android.graphics.Color;

import android.graphics.Paint;

import android.graphics.Path;

public class Shape {

private Paint mPaint;

private Path mPath;

public Shape() {

mPaint = new Paint();

mPaint.setColor(Color.BLUE);

mPaint.setStrokeWidth(3);

mPaint.setStyle(Paint.Style.STROKE);

mPath = new Path();

}

public void setCircle(float x, float y, float radius, Path.Direction dir) {

mPath.reset();

mPath.addCircle(x, y, radius, dir);

}

public void setPolygon(float x, float y, float radius, int numOfPt) {

double section = 2.0 \* Math.PI / numOfPt;

mPath.reset();

mPath.moveTo((float) (x + radius \* Math.cos(0)), (float) (y + radius

\* Math.sin(0)));

for (int i = 1; i < numOfPt; i++) {

mPath.lineTo((float) (x + radius \* Math.cos(section \* i)),

(float) (y + radius \* Math.sin(section \* i)));

}

mPath.close();

}

public void setStar(float x, float y, float radius, float innerRadius,

int numOfPt) {

double section = 2.0 \* Math.PI / numOfPt;

mPath.reset();

mPath.moveTo((float) (x + radius \* Math.cos(0)), (float) (y + radius

\* Math.sin(0)));

mPath.lineTo((float) (x + innerRadius \* Math.cos(0 + section / 2.0)),

(float) (y + innerRadius \* Math.sin(0 + section / 2.0)));

for (int i = 1; i < numOfPt; i++) {

mPath.lineTo((float) (x + radius \* Math.cos(section \* i)),

(float) (y + radius \* Math.sin(section \* i)));

mPath.lineTo(

(float) (x + innerRadius

\* Math.cos(section \* i + section / 2.0)),

(float) (y + innerRadius

\* Math.sin(section \* i + section / 2.0)));

}

mPath.close();

}

public Path getPath() {

return mPath;

}

public Paint getPaint() {

return mPaint;

}

}

Внесём изменения в класс **PathView**.

package ru.alexanderklimov.path;

import android.content.Context;

import android.graphics.Canvas;

import android.util.AttributeSet;

import android.view.View;

public class PathView extends View {

private Shape mShape;

private float mRatioRadius;

private float mRatioInnerRadius;

private int mNumberOfPoint = 3; // default

public PathView(Context context) {

super(context);

init();

}

public PathView(Context context, AttributeSet attrs) {

super(context, attrs);

init();

}

public PathView(Context context, AttributeSet attrs, int defStyle) {

super(context, attrs, defStyle);

init();

}

private void init() {

mShape = new Shape();

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

int width = getWidth();

int height = getHeight();

if ((width == 0) || (height == 0)) {

return;

}

float x = (float) width / 2.0f;

float y = (float) height / 2.0f;

float radius;

float innerRadius;

if (width > height) {

radius = height \* mRatioRadius;

innerRadius = height \* mRatioInnerRadius;

} else {

radius = width \* mRatioRadius;

innerRadius = width \* mRatioInnerRadius;

}

mShape.setStar(x, y, radius, innerRadius, mNumberOfPoint);

canvas.drawPath(mShape.getPath(), mShape.getPaint());

}

public void setShapeRadiusRatio(float ratio) {

mRatioRadius = ratio;

}

public void setShapeInnerRadiusRatio(float ratio) {

mRatioInnerRadius = ratio;

}

public void setNumberOfPoint(int pt) {

mNumberOfPoint = pt;

}

}

Разметка.

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

xmlns:tools="http://schemas.android.com/tools"

android:id="@+id/LinearLayout1"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical"

tools:context="${relativePackage}.${activityClass}" >

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Radius(%)" />

<SeekBar

android:id="@+id/seekBarRadius"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="100"

android:progress="50" />

<TextView

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Inner radius(%)" />

<SeekBar

android:id="@+id/seekBarInnerRadius"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="100"

android:progress="25" />

<TextView

android:id="@+id/textViewPoint"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="Number of point in polygon: 3" />

<SeekBar

android:id="@+id/seekBarPoint"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="10"

android:progress="0" />

<ru.alexanderklimov.path.PathView

android:id="@+id/pathView"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:layout\_marginTop="164dp" />

</LinearLayout>

Код активности.

package ru.alexanderklimov.path;

import android.app.Activity;

import android.os.Bundle;

import android.widget.SeekBar;

import android.widget.SeekBar.OnSeekBarChangeListener;

import android.widget.TextView;

public class MainActivity extends Activity {

final static int MIN\_PT = 3;

private SeekBar mRadiusSeekBar;

private SeekBar mInnerRadiusSeekBar;

private SeekBar mPointSeekBar;

private TextView mPointTextView;

private PathView mPathView;

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

mRadiusSeekBar = (SeekBar) findViewById(R.id.seekBarRadius);

mInnerRadiusSeekBar = (SeekBar) findViewById(R.id.seekBarInnerRadius);

mPointSeekBar = (SeekBar) findViewById(R.id.seekBarPoint);

mPointTextView = (TextView) findViewById(R.id.textViewPoint);

mPathView = (PathView) findViewById(R.id.pathView);

// float defaultRatio = (float) (mRadiusSeekBar.getProgress())

// / (float) (mRadiusSeekBar.getMax());

float defaultInnerRatio = (float) (mInnerRadiusSeekBar.getProgress())

/ (float) (mInnerRadiusSeekBar.getMax());

// mPathView.setShapeRadiusRatio(defaultRatio);

mPathView.setShapeInnerRadiusRatio(defaultInnerRatio);

mRadiusSeekBar.setOnSeekBarChangeListener(onSeekBarChangeListener);

mInnerRadiusSeekBar

.setOnSeekBarChangeListener(onInnerRadiusSeekBarChangeListener);

mPointSeekBar.setOnSeekBarChangeListener(onPointSeekBarChangeListener);

}

OnSeekBarChangeListener onSeekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

float defaultRatio = (float) (mRadiusSeekBar.getProgress())

/ (float) (mRadiusSeekBar.getMax());

mPathView.setShapeRadiusRatio(defaultRatio);

mPathView.invalidate();

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

}

};

OnSeekBarChangeListener onPointSeekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

// TODO Auto-generated method stub

int pt = progress + MIN\_PT;

mPointTextView.setText("Number of point in polygon: "

+ String.valueOf(pt));

mPathView.setNumberOfPoint(pt);

mPathView.invalidate();

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

};

OnSeekBarChangeListener onInnerRadiusSeekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

// TODO Auto-generated method stub

float ratio = (float) (mInnerRadiusSeekBar.getProgress())

/ (float) (mInnerRadiusSeekBar.getMax());

mPathView.setShapeInnerRadiusRatio(ratio);

mPathView.invalidate();

}

};

}
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Чтобы закруглить углы у звёзд, применим эффект **CornerPathEffect**. Добавим код в конструктор класса **Shape**.

public Shape() {

mPaint = new Paint();

mPaint.setColor(Color.BLUE);

mPaint.setStrokeWidth(3);

mPaint.setStyle(Paint.Style.STROKE);

float radius = 50.0f;

CornerPathEffect cornerPathEffect = new CornerPathEffect(radius);

mPaint.setPathEffect(cornerPathEffect);

mPath = new Path();

}
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Чтобы залить фигуру цветом, нужно использовать вместо стиля **Paint.Style.STROKE** стиль **Paint.Style.FILL** или **Paint.Style.FILL\_AND\_STROKE**.

mPaint.setStyle(Paint.Style.FILL\_AND\_STROKE);

![Paint.Style.FILL](data:image/png;base64,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)

**Вращение**

Чтобы вращать контур, нужно создать объект класса **Matrix** и вызвать метод **postRotate()**.

Добавим в класс **PathView** две новых переменных.

private float mRotate;

private Matrix mMatrix;

Добавим строчку кода в метод init():

private void init() {

mShape = new Shape();

mMatrix = new Matrix();

}

Добавим код в onDraw():

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

...

mShape.setStar(x, y, radius, innerRadius, mNumberOfPoint);

// Rotate the path by angle in degree

Path path = mShape.getPath();

mMatrix.reset();

mMatrix.postRotate(mRotate, x, y);

path.transform(mMatrix);

canvas.drawPath(mShape.getPath(), mShape.getPaint());

}

Добавим новый метод.

public void setShapeRotate(int degree) {

mRotate = (float) degree;

}

Добавим в разметку активности ещё один SeekBar

...

<TextView

android:id="@+id/textViewRotate"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:text="rotate :"/>

<SeekBar

android:id="@+id/seekBarRotate"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:max="360"

android:progress="180" />

<ru.alexanderklimov.path.PathView

android:id="@+id/pathView"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:layout\_marginTop="164dp" />

И добавляем код в класс активности:

// Переменные класса

private SeekBar mRotateSeekBar;

private TextView mRotateTextView;

// для метода onCreate()

mRotateTextView = (TextView) findViewById(R.id.textViewRotate);

mRotateSeekBar = (SeekBar) findViewById(R.id.seekBarRotate);

mRotateSeekBar

.setOnSeekBarChangeListener(onRotateSeekBarChangeListener);

mPathView.setRotation(0); // set default rotate degree

// слушатель

OnSeekBarChangeListener onRotateSeekBarChangeListener = new OnSeekBarChangeListener() {

@Override

public void onStopTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onStartTrackingTouch(SeekBar seekBar) {

// TODO Auto-generated method stub

}

@Override

public void onProgressChanged(SeekBar seekBar, int progress,

boolean fromUser) {

// TODO Auto-generated method stub

int degree = progress - 180;

mRotateTextView.setText("Rotate : " + degree + " degree");

mPathView.setShapeRotate(degree);

mPathView.invalidate();

}

};

Вращать можно не только сам контур, но и холст вместо него. Эффект будет такой же, а по потреблению ресурсов даже может оказаться эффективнее. Закоментируем использование класса **Matrix** и добавим вызов метода **Canvas.rotate()** в методе **onDraw()** класса **PathView**.

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

int width = getWidth();

int height = getHeight();

if ((width == 0) || (height == 0)) {

return;

}

float x = (float) width / 2.0f;

float y = (float) height / 2.0f;

float radius;

float innerRadius;

if (width > height) {

radius = height \* mRatioRadius;

innerRadius = height \* mRatioInnerRadius;

} else {

radius = width \* mRatioRadius;

innerRadius = width \* mRatioInnerRadius;

}

mShape.setStar(x, y, radius, innerRadius, mNumberOfPoint);

// Rotate the path by angle in degree

// Path path = mShape.getPath();

// mMatrix.reset();

// mMatrix.postRotate(mRotate, x, y);

// path.transform(mMatrix);

// Save and rotate canvas

canvas.save();

canvas.rotate(mRotate, x, y);

canvas.drawPath(mShape.getPath(), mShape.getPaint());

// restore canvas

canvas.restore();

}

Теперь создадим эффект "бегущих муравьёв" при помощи **PathDashPathEffect**:

private Path mDashPath;

private float mPhase;

private void init() {

mShape = new Shape();

mDashPath = new Path();

mDashPath.addCircle(0, 0, 3, Direction.CCW);

mPhase = 0.0f;

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

...

mShape.setStar(x, y, radius, innerRadius, mNumberOfPoint);

// Save and rotate canvas

canvas.save();

canvas.rotate(mRotate, x, y);

**mPhase++;**

**PathDashPathEffect pathDashPathEffect = new PathDashPathEffect(**

**mDashPath, 15.0f, mPhase, PathDashPathEffect.Style.MORPH);**

**Paint paintDash = mShape.getPaint();**

**paintDash.setPathEffect(pathDashPathEffect);**

canvas.drawPath(mShape.getPath(), mShape.getPaint());

// restore canvas

canvas.restore();

**invalidate();**

}
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